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**# Summary of the change**

**[Background]**

1. **PQC Progress**

In 2020, NIST Stateful Hash Based Signature (HBS) project [1] published SP 200-208 [2] and announced 2 HBS algorithm XMSS [3] and LMS [4] for firmware secure boot and firmware image update use case.

In 2022, NIST Post-Quantum Cryptography (PQC) project [5] announced PQC Selected Algorithm 2022 [6] for general purpose Public-Key Encryption and Key-Establishment Algorithms (KEM) and Digital Signature Algorithms (SIG). NIST is continuing round 4 for KEM and calling for additional digital signature proposals [7].

In September 2022, NSA announced Commercial National Security Algorithm Suite 2.0 (CNSA 2.0) Cybersecurity Advisory (CSA) [8] as an update for CNSA 1.0 [9]. The CNSA 2.0 chose KYBER [10] and DILITHIUM [11] in Selected Algorithm 2022.

Table 1 shows the CNSA 2.0 algorithms. The new PQC algorithms are highlighted.

Table 1. CNSA 2.0 algorithms summary (Source: [8])

|  |  |  |  |
| --- | --- | --- | --- |
| **Category** | **Algorithm** | **Standard** | **Parameter** |
| Firmware Signing  (**Stateful HBS**) | Leighton-Micali Signature (LMS) | NIST SP 800-208 [2]  RFC 8554 [4] | All approved.  SHA-256/192 recommended. |
| eXtended Merkle Signature Scheme (XMSS) | NIST SP 800-208 [2]  RFC 8391 [3] | All approved. |
| General Use Public-Key Algorithms - Key Establishment  (**PQC KEM**) | CRYSTALS-Kyber | CRYSTALS-KYBER [10] | Level V parameters. |
| General Use Public-Key Algorithms -Digital Signature (**PQC SIG**) | CRYSTALS-Dilithium | CRYSTALS-DILITHIUM [11] | Level V parameters. |
| Symmetric-Key Algorithms | Advanced Encryption Standard (AES) | FIPS PUB 197 [12] | 256-bit keys |
| Secure Hash Algorithm (SHA) | FIPS PUB 180-4 [13] | SHA-384 or SHA-512 |

Table 2 shows the CNSA 2.0 timing requirement. NSA recommend the software and firmware signing begin transitioning immediately.

Table 2. CNSA 2.0 timing requirement (Source: [8])

|  |  |  |
| --- | --- | --- |
| **Category** | **Support and preferred** | **Exclusively used** |
| Software and firmware signing | 2025 | 2030 |
| Web browsers/servers and cloud services | 2025 | 2033 |
| Traditional networking equipment | 2026 | 2030 |
| Operating systems | 2027 | 2033 |
| Niche equipment | 2030 | 2033 |
| Custom applications and legacy equipment | 2033 | 2033 |

Both NIST and NSA allows the hybrid mode for digital signature and key establishment in the transition and migration phase [14]. The hybrid mode should be supported.

1. **UEFI Touchpoint**

Table 3 shows the potential PQC asymmetric algorithms touch point of a UEFI firmware. Please be aware that the table is not a full list. An OEM firmware may only adopt part of features or have other features.

Table 3. UEFI firmware potential asymmetric algorithm touchpoint

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Category** | **Use Case** | **Standard** | **Algorithm** | **Comment** |
| Firmware Image Verification | UEFI Secure Boot – Image Verification | UEFI,  Authenticode [15], [17] | Stateful HBS | Stateful HBS Algo ID WIP [18]. |
| UEFI FMP Signed Capsule | UEFI,  PKCS7 [16] | Stateful HBS | Stateful HBS Algo ID WIP [18]. |
| PI Signed FV/Section | PI | Stateful HBS | Need add stateful HBS. |
| Firmware Data Verification | UEFI Secure Boot – Auth Variable Update | UEFI,  PKCS7 [16] | Stateful HBS / PQC SIG | Stateful HBS Algo ID WIP [18]. |
| Network Secure Communication | TLS  (HTTPS boot, RedFish) | IETF TLS [21], [22] | PQC KEM + PQC SIG | PQC Support WIP [23].  PQC SIG Algo ID WIP [24]. |
| IPSec | IETF IPSec [25] | PQC KEM + PQC SIG | PQC Support WIP [26]. |
| Device Secure Communication | SPDM  (Device Authentication, Measurement, Session) | DMTF SPDM [27] | PQC KEM + PQC SIG | PQC Support WIP. |

Table 4 shows more detail on the algorithm usage in verification.

Table 4. UEFI firmware image/data verification

|  |  |  |  |
| --- | --- | --- | --- |
| **Category** | **Use Case** | **Verification Chain** | **Algorithm** |
| Firmware Image Verification | UEFI Secure Boot – Image Verification | db/dbx/dbt -> UEFI Image | Stateful HBS |
| PK/KEK/dbr/dbx -> Recovery Image | Stateful HBS |
| UEFI FMP Signed Capsule | FMP Cert -> FMP image | Stateful HBS |
| PI Signed FV/Section | FV/Section pub key -> FV/Section | Stateful HBS |
| Firmware Data Verification | UEFI Secure Boot – Auth Variable Update | PK -> PK/KEK | Stateful HBS / PQC SIG (?) |
| PK/KEK -> db/dbx/dbt/dbr | Stateful HBS / PQC SIG (?) |
| PK/KEK/dbr -> OsRecoveryOrder/ OsRecovery#### | Stateful HBS / PQC SIG (?) |
| Var Cert -> Private Auth Variable | Stateful HBS / PQC SIG (?) |

***Open for discussion****:*

*The UEFI image verification only requires stateful HBS. However, the authenticated variable is not UEFI image. We need determine if we only allow stateful HBS or we should allow general PQC SIG. Especially, the “dbr” will be used to verify both recovery image and auth variable data.*

*Using stateful HBS for auth variable will bring limitation for the number of signings. It seems OK because we do not see frequent update for those variables.*

*Using PQC SIG for auth variable (such as PK, KEK) will cause mixing stateful HBS and PQC SIG. The firmware image size may be increased, because the firmware need include both stateful HBS and PQC SIG.*

Table 5 shows the potential symmetric algorithms touch point of a UEFI firmware. Please be aware that the table is not a full list. An OEM firmware may only adopt part of features or have other features.

Table 5. UEFI potential symmetric algorithm touchpoint

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Category** | **Use Case** | **Standard** | **Algorithm** | **Comment** |
| Measured Boot | TCG Measured Boot | TCG PFP [28] | SHA | Already supported. |
| Network | iSCSI CHAP | IETF iSCSI [29] | SHA | open-iscsi added SHA256 [30].  Need move to SHA384. |
| Link Encryption | PCI/CXL Integrity and Data Encryption (IDE) | PCI IDE [31], CXL IDE [32] | AES | Already supported. |
| Storage | RPMC SPI Variable | RPMC [33] | SHA | Only support SHA256. |
| NVMe/eMMC/UFS RPMB Storage | NVMe [34],  eMMC [35], UFS [36] | SHA | Only support SHA256. |
| Password | HDD ATA [37] Password | N/A (EDKII) | SHA | Store password hash. [38]  (Implementation)  Need move to SHA384. |
| User Password (Authentication) | N/A (EDKII) | SHA | Store password hash. [39]  (Implementation)  Need move to SHA384. |

**[Proposal]**

1. Add PQC support in UEFI spec.
   1. Support PQC symmetric algorithm. Already done in UEFI 2.10 via crypto agile.
   2. **Support stateful HBS in Authenticode/PKCS7** for signed image, capsule, or auth variable (?). (In this proposal).
   3. **Support PQC SIG in PKCS7** for auth variable (?). (In this proposal).
   4. **Support hybrid mode**. (In this proposal).
2. Add PQC support in PI spec.
   1. **Support stateful HBS in raw format** for signed FV/Section. (In PI Post-Quantum Cryptography proposal).
3. Wait for other specification standardize:
   1. PQC algorithm (stateful HBS and PQC SIG) OID in PKCS7 and X.509 by IETF lamps WG [40].
   2. Crypto protocols with PQC algorithm, such as TLS protocol by IETF tls WG [41], IPSec protocol by IETF ipsecme WG [42], SPDM protocol by DMTF SPDM WG [43].

**# Benefits of the change**

NSA CNSA 2.0 Compliance

**# Impact of the change**
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**# Detailed description of the change [normative updates]**

ADD means ADD, DELETE means DELETE

**UEFI Specification**

**32.4 Firmware/OS Crypto Algorithm Exchange**

**typedef struct {**

**UINT32 Version;**

**UINT32 Length;**

**UINT64 HashAlgorithmBitmap;**

**UINT64 AsymAlgorithmBitmap;**

**} EFI\_CRYPTO\_INDICATION;**

**#define EFI\_CRYPTO\_INDICATION\_HASH\_SHA\_256 0x1**

**#define EFI\_CRYPTO\_INDICATION\_HASH\_SHA\_384 0x2**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_RSASSA\_2048 0x1**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_RSASSA\_3072 0x2**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_RSAPSS\_3072 0x10**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_ECDSA\_ECC\_NIST\_P256 0x40**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_ECDSA\_ECC\_NIST\_P384 0x80**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_RSASSA\_4096 0x4**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_RSAPSS\_4096 0x20**

The **EFI\_CRYPTO\_INDICATION\_HASH\_SHA\_256** bit means SHA-256 hash algorithm.

The **EFI\_CRYPTO\_INDICATION\_HASH\_SHA\_384** bit means SHA-384 hash algorithm.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_RSASSA\_2048** bit means a signature algorithm defined in section 8.2 (RSASSAPKCS1-v1\_5) in RFC8017. The key size is 2048 bits.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_RSASSA\_3072** bit means a signature algorithm defined in section 8.2 (RSASSAPKCS1-v1\_5) in RFC8017. The key size is 3072 bits.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_RSAPSS\_3072** bit means a signature algorithm defined in section 8.1 (RSASSAPSS) in RFC8017. The key size is 3072 bits.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_ECDSA\_ECC\_NIST\_P256** bit means a signature algorithm defined in section 6 (ECDSA) in FIPS 186-4. The key size is 256 bits.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_ECDSA\_ECC\_NIST\_P384** bit means a signature algorithm defined in section 6 (ECDSA) in FIPS 186-4. The key size is 384 bits.

**32.4.1 Post-Quantum Cryptography**

The UEFI specification adds below post-quantum cryptography algorithms. The Leighton-Micali Signature (LMS) and eXtended Merkle Signature Scheme (XMSS) are stateful hash-based signature (HBS). CRYSTALS-Dilithium is a general use digital signature.

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_LMS\_SHA256\_M32 0x1000**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_LMS\_SHA256\_M24 0x2000**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_XMSS\_SHA2\_256 0x10000**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_XMSS\_SHA2\_192 0x20000**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_DILITHIUM5 0x100000**

The **EFI\_CRYPTO\_INDICATION\_ASYM\_LMS\_SHA256\_M32** bit means a signature algorithm defined in RFC8554 and parameter set defined in section 4.1 (LMS with SHA-256) in NIST SP 800-208.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_LMS\_SHA256\_M24** bit means a signature algorithm defined in RFC8554 and parameter set defined in section 4.2 (LMS with SHA-256/192) in NIST SP 800-208.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_XMSS\_SHA2\_256** bit means a signature algorithm defined in RFC8391 and parameter set defined in section 5.1 (XMSS with SHA-256) in NIST SP 800-208.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_XMSS\_SHA2\_192** bit means a signature algorithm defined in RFC8391 and parameter set defined in section 5.2 (XMSS with SHA-256/192) in NIST SP 800-208.

The **EFI\_CRYPTO\_INDICATION\_ASYM\_DILITHIUM5** bit means a signature algorithm defined in CRYSTALS-DILITHIUM with parameter set Dilithium5 (level V).

**32.4.2 Hybrid Signature**

A hybrid signature algorithm including one post-quantum signature algorithm (such as LMS, XMSS, or Dilithium) and one classic signature algorithm (such as RSA or ECDSA). A hybrid signature is accepted only if both post-quantum signature and classic signature are accepted. The UEFI specification adds below hybrid signature algorithms.

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_LMS\_SHA256\_M32\_RSAPSS\_3072 0x100000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_LMS\_SHA256\_M32\_ECDSA\_ECC\_NIST\_P384 0x200000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_LMS\_SHA256\_M24\_RSAPSS\_3072 0x400000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_LMS\_SHA256\_M24\_ECDSA\_ECC\_NIST\_P384 0x800000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_XMSS\_SHA2\_256\_RSAPSS\_3072 0x1000000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_XMSS\_SHA2\_256\_ECDSA\_ECC\_NIST\_P384 0x2000000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_XMSS\_SHA2\_192\_RSAPSS\_3072 0x4000000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_XMSS\_SHA2\_192\_ECDSA\_ECC\_NIST\_P384 0x8000000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_DILITHIUM5\_RSAPSS\_3072 0x10000000000ull**

**#define EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_DILITHIUM5\_ECDSA\_ECC\_NIST\_P384 0x200000000000ull**

The **EFI\_CRYPTO\_INDICATION\_ASYM\_HYBRID\_\*** bit means a hybrid signature algorithm including one post-quantum signature algorithm and one classic signature algorithm. The post-quantum signature algorithms and classic signature algorithms are already defined in previous section.